Java Mock Session Questions:

What is a Class ?

What is a Constructor, whats the use of it?

7.what are oops principles ?

Encapsulation

data abstraction

polymorphism

inheritance

What is Encalsulation ?

Wrapping states and behaviours...by implementing the class we can achieve encapsulation.

We do this getters and setters private variables can be accesed other classes using

9.what is polymorphism? types of polymorphism ?

implementing mutiple functinalities with the same name : two types

1.static polymorphism

2.dynamic polymorphism

10.what are static and dynamic polymorphisms.

static : method which bind at complie time and which will execute at runtime or early binding time binding , compile time polymorphisms.

1.What is Encapsulation?

2.Explain This keyword ?

**this** keyword in java – this is used to refer the member(instance variables,methods) of current object from method or constructor.

It can be used inside a method or a constructor of the class.

this is a reference to current object of execution.

1. Diff between Method Overloading and Method Overriding ?
2. What is Constructor in a class , Can an abstract class have a constructor?

### ANS: Constructor is just like a method that is used to initialize the state of an object. It is invoked at the time of object creation. Rules for creating java constructor

There are basically two rules defined for the constructor.

1. Constructor name must be same as its class name
2. Constructor must have no explicit return type

Types of java constructors

There are two types of constructors:

1. Default constructor (no-arg constructor)
2. Parameterized constructor

* ![java constructor](data:image/png;base64,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)

#### If there is no constructor in a class, compiler automatically creates a default constructor.

Default constructor provides the default values to the object like 0, null etc. depending on the type.

1. **class** Student3{
2. **int** id;
3. String name;
5. **void** display(){System.out.println(id+" "+name);}
7. **public** **static** **void** main(String args[]){
8. Student3 s1=**new** Student3();
9. Student3 s2=**new** Student3();
10. s1.display();
11. s2.display();
12. }
13. }
14. Output:
15. 0 null
16. 0 null
17. **Explanation:**In the above class,you are not creating any constructor so compiler provides you a default constructor.Here 0 and null values are provided by default constructor.

You would define a constructor in an abstract class if you are in one of these situations:

* you want to perform some initialization (to fields of the abstract class) before the instantiation of a subclass actually takes place
* you have defined final fields in the abstract class but you did not initialize them in the declaration itself; in this case, you MUST have a constructor to initialize these fields

Note that:

* you may define more than one constructor (with different arguments)
* you can (should?) define all your constructors protected (making them public is pointless anyway)
* your subclass constructor(s) can call one constructor of the abstract class; it may even **have to** call it (if there is no no-arg constructor in the abstract class)

In any case, don't forget that if you don't define a constructor, then the compiler will automatically generate one for you (this one is public, has no argument, and does nothing).

1. Abstract and Interface ?
2. Explain the java Keywords This, Super and Static ?
3. **In how many ways you can create string objects in java?**

There are two ways to create string objects in java. One is using *new* operator and another one is using string *literals*. The objects created using new operator are stored in the heap memory and objects created using string literals are stored in string constant pool.

|  |  |
| --- | --- |
| 1  2 | String s1 = new String("abc");          //Creating string object using new operator    String s2 = "abc";        //Creating string object using string literal |

1. Why String is Immutable in Java ? Because java uses the concept of string literal. Suppose there are 5 reference variables,all referes to one object "sachin".If one reference variable changes the value of the object, it will be affected to all the reference variables. That is why string objects are immutable in java.

 How many objects will be created in the following code?

1. String s1="Welcome";
2. String s2="Welcome";
3. String s3="Welcome";

Only one object.

1. **Which one will you prefer among “==” and equals() method to compare two string objects?**
2. I prefer *equals()* method because it compares two string objects based on their content. That provides more logical comparison of two string objects. If you use *“==”* operator, it checks only references of two objects are equal or not. It may not be suitable in all situations. So, rather stick to *equals()* method to compare two string objects. [[more](http://javaconceptoftheday.com/when-to-use-equals-hashcode-on-strings/)]
3. **What is string constant pool?**

String objects are most used data objects in Java. Hence, java has a special arrangement to store the string objects. String Constant Pool is one such arrangement. String Constant Pool is the memory space in heap memory specially allocated to store the string objects created using string literals. In String Constant Pool, there will be no two string objects having the same content.

Whenever you create a string object using string literal, JVM first checks the content of the object to be created. If there exist an object in the string constant pool with the same content, then it returns the reference of that object. It doesn’t create a new object. If the content is different from the existing objects then only it creates new object. **Where exactly string constant pool is located in the memory?**Inside the heap memory. JVM reserves some part of the heap memory to store string objects created using string literals.

1. String buffer(thread safe) and builder ? mutable ?
2. Program to reverse string ? check for panlindrome ?
3. Auto boxing ? wrapper classes ?

**Shen Watsapp Questions :**

1. **CAN WE HAVE MULTIPLE MAIN METHODS IN CLASS ?**

Yes, Java Program can have multiple main() methods as Java supports overloading of main method also. Overloading of themethods differentiate by the number of parameters and the type of the arguments passed into themethod.

Public static void main(String[] args) is the only main method with single String[] or String as parameter will be considered as the Entry point for the program.

We can have more classes that contain the main() in a program, and can chose to execute one class or another class.

But we can’t have more than one main method “main(String[] args)” within the same class.

'main' means public static void main(String[] args) which is entry point in java programs . BUT you can overload main methods that is you can change number of parameters and type of parameters which will be considered as a different function by the compiler ,that is   
public static void main(int i)  
{  
//code  
}  
Thus this method will not show any error because parameter is not of String type.

**Difference between HashMap and HashTable / HashMap vs HashTable**

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

Difference between hashmap and hashtable  includes five point  namely Synchronization,Null keys and values,Iterating values , Fail fast iterator ,Performance,Superclass .  
    
**1. Synchronization or Thread Safe :**  This is the most important difference between two . HashMap is non synchronized and not thread safe.On the other hand, HashTable is thread safe and synchronized.  
When to use HashMap ?  answer is if your application do not require any multi-threading task, in other words hashmap is better for non-threading applications. HashTable should be used in multithreading applications.   
  
**2. Null keys and null values :**  Hashmap allows one null key and any number of null values, while Hashtable do not allow null keys and null values in the HashTable object.

**3. Iterating the values:**  Hashmap object values are iterated by using iterator .HashTable is the only class other than vector which uses enumerator to iterate the values of HashTable object.  
  
**4. Fail-fast iterator**  : The iterator in Hashmap is fail-fast iterator while the enumerator for Hashtable is not.According to [Oracle Docs](http://docs.oracle.com/javase/7/docs/api/java/util/Hashtable.html),  if the Hashtable is structurally modified at any time after the iterator is created in any way except the iterator's own remove method , then the iterator will throw ConcurrentModification Exception.  
Structural modification means adding or removing elements from the Collection object (here hashmap or hashtable) . Thus the enumerations returned by the Hashtable keys and elements methods are not fail fast. We have already explained the[difference between iterator and enumeration](http://javahungry.blogspot.com/2013/06/difference-between-iterator-and-enumeration-collections-java-interview-question-with-example.html).  
  
**5. Performance :**  Hashmap is much faster and uses less memory than Hashtable as former is unsynchronized . Unsynchronized objects are often much better in performance in compare to synchronized  object like Hashtable in single threaded environment.  
  
**6. Superclass and Legacy :**  Hashtable is a subclass of Dictionary class which is now obsolete in Jdk 1.7 ,so ,it is not used anymore. It is better off externally synchronizing a HashMap or using a ConcurrentMap implementation (e.g ConcurrentHashMap).HashMap is the subclass of the AbstractMap class. Although Hashtable and HashMap has different superclasses but they both are implementations of the *"Map"*  abstract data type.

### 3Q. What is difference between throw and throws?

|  |  |
| --- | --- |
| **throw keyword** | **throws keyword** |
| 1)throw is used to explicitly throw an exception. | throws is used to declare an exception. |
| 2)checked exceptions can not be propagated with throw only. | checked exception can be propagated with throws. |
| 3)throw is followed by an instance. | throws is followed by class. |
| 4)throw is used within the method. | throws is used with the method signature. |
| 5)You cannot throw multiple exception | You can declare multiple exception e.g. public void method()throws IOException,SQLException. |

# NullPointerException in Java

NullPointerException is a **RuntimeException** . Runtime exceptions are critical and cannot be caught at compile time. They crash the program at run time if they are not handled properly. When a class is instantiated, its object is stored in computer memory. The**NullPointerExceptions** occur when you try to use a reference that points to no location in memory (null) as though it were referencing an object. These include:

* Calling the instance method of a null object.
* Accessing or modifying the field of a null object.
* Throwing null as if it were a Throwable value.

The **NullPointerException** occurs when you declare a variable but did not create an object. If you attempt to dereference str before creating the object you get a NullPointerException.

Ex. String str=null;

System.out.prinln(str.length());

The first line declares a variable named str and set to null. In the second line, you try to find the length of the String without instantiate (or create) an object of type String using **"new"**keyword. When you compile the code, the compiler generate .class file without any errors. But, when you run the above code, you will get **"Exception in thread "main" java.lang.NullPointerException"** . Here this exception is raised because when you try to access members from a class using object reference that is initialized to null value.

In order to fix this **NullPointerException** you should always initialize your objects before you try to do anything with them.

5Q. static methods ca you over ride or not? Overriding depends on having an instance of a class. The point of polymorphism is that you can subclass a class and the objects implementing those subclasses will have different behaviors for the same methods defined in the superclass (and overridden in the subclasses). A static method is not associated with any instance of a class so the concept is not applicable.

**Exceptions , Types and how to handle ?**

An exception (or exceptional event) is a problem that arises during the execution of a program. When an **Exception** occurs the normal flow of the program is disrupted and the program/Application terminates abnormally, which is not recommended, therefore, these exceptions are to be handled.

An exception can occur for many different reasons. Following are some scenarios where an exception occurs.

* A user has entered an invalid data.
* A file that needs to be opened cannot be found.
* A network connection has been lost in the middle of communications or the JVM has run out of memory.

Some of these exceptions are caused by user error, others by programmer error, and others by physical resources that have failed in some manner.

Based on these, we have three categories of Exceptions. You need to understand them to know how exception handling works in Java.

* **Checked exceptions** − A checked exception is an exception that occurs at the compile time, these are also called as compile time exceptions. These exceptions cannot simply be ignored at the time of compilation, the programmer should take care of (handle) these exceptions.

For example, if you use **FileReader** class in your program to read data from a file, if the file specified in its constructor doesn't exist, then a *FileNotFoundException* occurs, and the compiler prompts the programmer to handle the exception.

### Example

[Live Demo](http://tpcg.io/9u4a5O)

import java.io.File;

import java.io.FileReader;

public class FilenotFound\_Demo {

public static void main(String args[]) {

File file = new File("E://file.txt");

FileReader fr = new FileReader(file);

}

}

If you try to compile the above program, you will get the following exceptions.

### Output

C:\>javac FilenotFound\_Demo.java

FilenotFound\_Demo.java:8: error: unreported exception FileNotFoundException; must be caught or declared to be thrown

FileReader fr = new FileReader(file);

^

1 error

**Note** − Since the methods **read()** and **close()** of FileReader class throws IOException, you can observe that the compiler notifies to handle IOException, along with FileNotFoundException.

* **Unchecked exceptions** − An unchecked exception is an exception that occurs at the time of execution. These are also called as **Runtime Exceptions**. These include programming bugs, such as logic errors or improper use of an API. Runtime exceptions are ignored at the time of compilation.

For example, if you have declared an array of size 5 in your program, and trying to call the 6th element of the array then an *ArrayIndexOutOfBoundsExceptionexception* occurs.

### Example

[Live Demo](http://tpcg.io/7CUnsL)

public class Unchecked\_Demo {

public static void main(String args[]) {

int num[] = {1, 2, 3, 4};

System.out.println(num[5]);

}

}

If you compile and execute the above program, you will get the following exception.

### Output

Exception in thread "main" java.lang.ArrayIndexOutOfBoundsException: 5

at Exceptions.Unchecked\_Demo.main(Unchecked\_Demo.java:8)

* **Errors** − These are not exceptions at all, but problems that arise beyond the control of the user or the programmer. Errors are typically ignored in your code because you can rarely do anything about an error. For example, if a stack overflow occurs, an error will arise. They are also ignored at the time of compilation.

## Exception Hierarchy

All exception classes are subtypes of the java.lang.Exception class. The exception class is a subclass of the Throwable class. Other than the exception class there is another subclass called Error which is derived from the Throwable class.

Errors are abnormal conditions that happen in case of severe failures, these are not handled by the Java programs. Errors are generated to indicate errors generated by the runtime environment. Example: JVM is out of memory. Normally, programs cannot recover from errors.

The Exception class has two main subclasses: IOException class and RuntimeException Class.
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Try and Ctach blocks

WAIT AND NOTIFY:-

|  |
| --- |
| [**void notify()**](https://www.tutorialspoint.com/java/lang/object_notify.htm)  This method wakes up a single thread that is waiting on this object's monitor. |
| 7 | [**void notifyAll()**](https://www.tutorialspoint.com/java/lang/object_notifyall.htm)  This method wakes up all threads that are waiting on this object's monitor. |
| [**void wait()**](https://www.tutorialspoint.com/java/lang/object_wait.htm)  This method causes the current thread to wait until another thread invokes the notify() method or the notifyAll() method for this object. |
| 10 | [**void wait(long timeout)**](https://www.tutorialspoint.com/java/lang/object_wait_timeout.htm)  This method causes the current thread to wait until either another thread invokes the notify() method or the notifyAll() method for this object, or a specified amount of time has elapsed. |
| 11 | [**void wait(long timeout, int nanos)**](https://www.tutorialspoint.com/java/lang/object_wait_nanos.htm)  This method causes the current thread to wait until another thread invokes the notify() method or the notifyAll() method for this object, or some other thread interrupts the current thread, or a certain amount of real time has elapsed. |

The Object class in Java[S](http://java.sun.com/)[W](http://en.wikipedia.org/wiki/Java_(programming_language)) has three final methods that allow threads to communicate about the locked status of a resource. These methods are wait(), notify(), and notifyAll(). A thread obtains a lock for a particular resource via a synchronized block with an instance of that resource. Suppose that a thread requires that another thread perform a certain action on the resource before it acts on the resource. That thread can synchronize on the resource and call the wait() method on resource. This says that the thread will wait until it has been notified that it can proceed to act. The wait() method can take an optional timeout value as a parameter. If this value is used, it means that the thread will either wait until it's notified or it will continue to execute once the timeout value has passed.

If a thread is required to perform a task on a resource before another thread operates on the resource (and the other thread is waiting via the wait() method on the resource), the thread needs synchronize on the resource. It can perform its actions on the resource. In order to notify the waiting thread once these actions have completed, the notify() method on the resource is called. This notifies the waiting thread that it can proceed to act. If multiple threads are waiting for the resource, there is no guarantee as to which thread will be given access to the resource. If it is desired for all waiting threads to be awoken, the notifyAll() method can be called on the resource.